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Aula 1

Nesta aula iremos um pouco a fundo no Swift. Falaremos sobre os protocolos, que é um recurso importantíssimo no desenvolvimento iOS. Eles são interfaces que definem um esqueleto de métodos, propriedades e outros requisitos.

# Protocolos

Protocolos são como interfaces do Java. Um tipo de dado que definem um esqueleto de métodos, propriedades e outros requisitos que conformam com uma tarefa em particular ou um pedaço de funcionalidade. Os protocolos podem então ser adotados por uma classe, estrutura (struct) ou enumerações (enum) para providenciar uma implementação real destes requisitos. Qualquer **tipo personalizado (classe, struct ou enum)** que satisfaça os requisitos de um protocolo é dito que **conforma com o protocolo.**

## Sintaxe do Protocolo

Os protocolos podem ser definidos de um jeito muito similar as classes, structs e enums:

protocol SomeProtocol {

  // A definição do protocolo é feita aqui

}

Para fazermos com que um tipo personalizado adote um protocolo, utilizamos a mesma sintaxe de uma herança. Basta colocar o nome do protocolo após o nome do tipo personalizado, separando por vírgula, caso já haja uma herança ou adoção de outros protocolos.

struct SomeStructure: FirstProtocol, AnotherProtocol {

  // A definição da struct é feita aqui

}

Vale lembrar que, o primeiro nome que vem depois dos dois pontos (: ) deve ser o nome da classe herdada, caso haja uma herança:

class SomeClass: SomeSuperclass, FirstProtocol, AnotherProtocol {

  // A definição da classe é feita aqui

}

## Requisitos de conformidade

O protocolo pode requerer qualquer tipo de conformidade para prover uma propriedade de instância ou um tipo de propriedade com um nome e tipo particular. O protocolo não especifica se a propriedade deve ser de armazenamento ou computada, ele apenas especifica seu nome e tipo. O protocolo também pode especificar o nível de acesso da propriedade, ou seja, se ela é somente **gettable** ou se é **gettable** e **settable.**

### Propriedades

Se um protocolo requer que uma propriedade seja *gettable* e *settable*, este requisito não pode ser satisfeito por uma constante *stored* ou uma propriedade computada *read-only*. Se o protocolo apenas requer que a propriedade seja *gettable*, o requisito pode ser satisfeito por qualquer tipo de propriedade.

Requisitos de propriedades devem sempre ser declarados como variáveis (usando a palavra-chave **var** como prefixo). Propriedades gettables e settables devem ser indicadas escrevendo **{ get set }** depois da declaração de seu tipo e uma propriedade apenas gettable deve ser indicada escrevendo **{ get** **}**, como no exemplo abaixo.

protocol SomeProtocol {

  var mustBeSettable: Int { get set }

  var doesNotNeedToBeSettable: Int { get }

}

Requisitos de propriedades podem vir com o modificador **static**, mas isto não significa que o protocolo possui uma variável estática, e que o tipo personalizado que o adota deverá ter:

protocol AnotherProtocol {

  static var someTypeProperty: Int { get set }

}

Aqui está um exemplo de um protocolo que possui um único requisito de propriedade:

protocol FullyNamed {

  var fullName: String { get }

}

O protocolo **FullyNamed** exige um tipo de conformação para fornecer um nome completo de alguém. O protocolo não especifica nada sobre a natureza da conformação do tipo, ou seja, não restringe que uma certa String deva conter o nome completo de alguém. Neste caso o protocolo indica isto semanticamente através de seu nome (FullyNamed, que significa “Com nome completo”) e sua propriedade (fullName, que significa “Nome completo”).

O protocolo estabelece que qualquer um que conforme com FullyNamed deve ter uma propriedade de instância (atributo) gettable chamada **fullName**, que é do tipo String.

Veja abaixo o exemplo de uma struct simples que adota e está em conformidade com o protocolo FullyNamed:

struct Person: FullyNamed {

  var fullName: String

}

let john = Person(fullName: "John Appleseed")

// john.fullName é "John Appleseed"

Este exemplo define uma *struct* chamada **Person**, que representa uma pessoa com nome específico. Ela adota o protocolo FullyNamed na primeira linha de sua definição.

Cada instância Person terá uma única propriedade chamada fullName que é do tipo String. Isto coincide com a única exigência do protocolo FullyNamed.

DICA: O Swift relata um erro em tempo de compilação se um requisito do protocolo não é cumprido.

Aqui está uma classe mais complexa que também adota o protocolo FullyNamed e está em conformidade com ele:

class Starship: FullyNamed {

  var prefix: String?

  var name: String

  init(name: String, prefix: String? = nil) {

      self.name = name

      self.prefix = prefix

  }

  var fullName: String {

      return (prefix != nil ? prefix! + " " : "") + name

  }

}

var ncc1701 = Starship(name: "Enterprise", prefix: "USS")

// ncc1701.fullName é "USS Enterprise"

Veja que a propriedade fullName possui um corpo. Propriedades com este corpo se chamam **Propriedades computadas**. Elas tem este nome pois não armazenam valores, mas calculam. Quando temos a palavra **return**, significa que esta propriedade é apenas **gettable.** Se ela fosse gettable e settable, teria o seguinte formato:

var fullName: String {

get {

return (prefix != nil ? prefix! + " " : "") + name

}

set (newValue) {

// Computa o que vazer quando é atribuído algum valor a fullName

}

}

Esta é a maneira de se encapsular os atributos em Swift.

Essa classe implementa o requisito de propriedade fullName como uma propriedade de somente leitura computada para uma Starship. Cada instância da classe Starship armazena um nome (name) obrigatório e um prefixo (prefix) opcional. A propriedade fullName utiliza o valor de prefix, se ele existir, e o anexa no início de name para criar um nome completo para a nave.

### Métodos

Os protocolos podem exigir métodos de instância e métodos de tipo específico a serem implementados e conformados. Estes métodos são escritos como parte da definição do protocolo, exatamente da mesma forma que para os métodos de instância e tipo normal, mas sem chaves ou um corpo do método.

O exemplo a seguir define um protocolo com um único requisito de método de instância:

protocol RandomNumberGenerator {

  func random() -> Double

}

O protocolo **RandonNumberGeneretor** requer que o tipo (classe, struct, enum) que o conforme tenha um método chamado **random()**, que deve retornar um valor Double sempre que o mesmo for chamado.

O protocolo **RandonNumberGeneretor** não faz quaisquer suposições sobre como será cada número aleatório gerado. Ele simplesmente exige um método gerador para fornecer uma maneira padrão de gerar um novo número aleatório.

Aqui está uma implementação de uma classe que o adota e está em conformidade com ele. Esta classe implementa um algoritmo pseudo-aleatório do gerador de número conhecido como um gerador linear congruente:

class LinearCongruentialGenerator: RandomNumberGenerator {

  var lastRandom = 42.0

  let m = 139968.0

  let a = 3877.0

  let c = 29573.0

  func random() -> Double {

      lastRandom = ((lastRandom \* a + c).truncatingRemainder(dividingBy:m))

      return lastRandom / m

  }

}

let generator = LinearCongruentialGenerator()

print("Número aleatório: \(generator.random())")

// Mostrará "Número aleatório: 0.37464991998171"

print("Outro número aleatório: \(generator.random())")

// Mostrará "Outro número aleatório: 0.729023776863283"

Você está percebendo a semelhança de uma interface em Java?

### Initializers

Os protocolos podem exigir Initializers (inicializadores) específicos a serem implementados. Escrevemos estes initializers como parte da definição do protocolo, exatamente da mesma forma que para initializers normais, mas sem chaves ou um corpo inicializador:

protocol SomeProtocol {

  init(someParameter: Int)

}

### Implementando um initializer requerido pelo protocolo

Você pode implementar um requisito inicializador para uma classe tanto como **um inicializador designado** ou um **inicializador de conveniência**. Em ambos os casos, você deve marcar a implementação do inicializador com o modificador **required**:

class SomeClass: SomeProtocol {

  required init(someParameter: Int) {

      // A implementação do inicializador entra aqui

  }

}

O uso do modificador required garante que você forneça uma implementação explícita ou herdada do inicializador em todas as subclasses das classes conformes, de tal forma que eles também estão em conformidade com o protocolo.

Se uma subclasse anula um inicializador designado de uma superclasse e também implementa um requisito inicializador que corresponde a um protocolo, marque a implementação inicializador com ambos os modificadores **required** e **override**:

protocol SomeProtocol {

  init()

}

class SomeSuperClass {

  init() {

      // A implementação do inicializador entra aqui

  }

}

class SomeSubClass: SomeSuperClass, SomeProtocol {

  // "required" de SomeProtocol; "override" de SomeSuperClass

  required override init() {

      // A implementação do inicializador entra aqui

  }

}

## Protocolos como tipos de dados

Semelhante as interfaces, os protocolos podem ser utilizados para determinar tipos de dados para serem utilizados no seu código.

Podendo ser um tipo, você pode utilizar os protocolos para os mesmos fins que os outros tipos são utilizados, incluindo:

* Como um tipo de parâmetro ou tipo de retorno em uma função, método ou inicializador;
* Como tipo de uma constante, variável ou propriedade;
* Como tipo de itens em um array, dicionário ou outro tipo de recipiente.

DICA: Como os protocolos podem ser utilizados como tipos, sua nomenclatura deve aconselhavelmente ser iniciadas com letra maiúscula (como em FullyName e RandomNumberGenerator) para coincidir com os demais tipos em Swift (como Int , String e Double).

Abaixo temos o exemplo do protocolo RandomNumberGenerator, que criamos anteriormente, sendo utilizado como um tipo:

class Dice {

  let sides: Int

  let generator: RandomNumberGenerator

  init(sides: Int, generator: RandomNumberGenerator) {

      self.sides = sides

      self.generator = generator

  }

  func roll() -> Int {

      return Int(generator.random() \* Double(sides)) + 1

  }

}

Este exemplo define uma nova classe chamada **Dice** (dado), o que representa um dado de diversos lados para uso em jogos de tabuleiro. Instâncias de Dice têm uma propriedade Int chamada *sides*, que representa o número de lados que eles têm e uma propriedade chamada *generator*, que fornece um gerador de números aleatórios a partir do qual para criar os valores de cada jogada de um dado.

A propriedade *generator* é do tipo RandomNumberGenerator. Portanto, você pode atribuir a um *generator* qualquer instância que adote e esteja em conformidade com RandomNumberGenerator.

Dice também possui um inicializador para configurar seu estado inicial. Este inicializador tem um parâmetro chamado *generator*, o qual é também do tipo RandomNumberGenerator. Você pode passar um valor de qualquer tipo desde que esteja em conformidade com este parâmetro ao inicializar uma nova instância de Dice.

A classe Dice fornece um método de instância chamado *roll*, que retorna um valor inteiro entre 1 e o número de lados nos dados. Este método faz chamada do método gerador **random()** para criar um novo número aleatório entre 0.0 e 1.0, e usa esse número aleatório para criar um valor baseado no número de lados do dado. Como o *generator* é do tipo **RandomNumberGenerator** e neste caso a instância que será atribuída obrigatoriamente deverá estar em conformidade com este protocolo, é garantido que a propriedade tenha o método **random()** para ser chamado.

Veja como a classe Dice pode ser usada para criar um dado de seis lados com a classe de exemplo LinearCongruentialGenerator como o seu gerador de números aleatórios:

var d6 = Dice(sides: 6, generator: LinearCongruentialGenerator())

for \_ in 1...5 {

  print("O número tirado foi \(d6.roll())")

}

// O número tirado foi 3

// O número tirado foi 5

// O número tirado foi 4

// O número tirado foi 5

// O número tirado foi 4

## Extensions

Extensões adicionam novas funcionalidades a uma classe, estrutura, enumeração ou tipo de protocolo existente. Isto inclui a capacidade de estender os tipos para os quais você não tem acesso ao código fonte original (conhecido como modelagem retroativa). Extensões são semelhantes às categorias em Objective-C. (Ao contrário categorias Objective-C, extensões Swift não têm nomes).

Extensões em Swift podem:

* Adicionar propriedades de instância computadas e propriedades do tipo computadas;
* Definir métodos de instância e métodos de tipo;
* Fornecer novos *initializers*;
* Definir e usar novos tipos aninhados;
* Fazer um tipo existente entrar em conformidade com um protocolo.

Em Swift você pode até mesmo estender um protocolo para fornecer implementações de seus requisitos. Veremos isto mais adiante em Extensões de Protocolo.

### Sintaxe da Extension

Declare uma extensão com a palavra chave **extension:**

extension SomeType {

  // Novas funcionalidades a serem adicionadas a SomeType vão aqui

}

Uma extensão pode estender um tipo existente para que este adote um ou mais protocolos. Neste caso os nomes dos protocolos são escritos exatamente da mesma maneira do que em uma classe ou *struct*:

extension SomeType: SomeProtocol, AnotherProtocol {

  // A implementação dos requisitos dos protocolos vão aqui

}

O uso de extensões é uma forma de organizar o código também.

### Conformidade de protocolos com Extensions

Você pode estender um tipo existente para adotar e estar em conformidade com um novo protocolo, mesmo se você não tem acesso ao código-fonte deste tipo. As extensões podem adicionar novas propriedades, métodos e subscritos para um tipo existente, e são, portanto, capaz de adicionar todos os requisitos que um protocolo pode exigir.

Por exemplo, este protocolo, chamado **TextRepresentable**, pode ser implementado por qualquer tipo que tem uma forma representável por texto. Esta poderia ser uma descrição de si mesmo, ou de uma versão textual do seu estado atual:

protocol TextRepresentable {

  var textualDescription: String { get }

}

A classe *Dice* que vimos mais cedo pode ser estendida para adotar e estar em conformidade com TextRepresentable:

extension Dice: TextRepresentable {

  var textualDescription: String {

      return "Um dado de \(sides) lado(s)"

  }

}

DICA: Uma coisa que pode haver confusão é o termo “estender”. Estamos acostumados a utilizá-lo para referir a uma relação de herança, mas neste caso estamos nos referindo ao ato de usar o **extension** do Swift.

Esta extensão adota o novo protocolo exatamente da mesma maneira como se *Dice* tivesse fornecido na sua implementação original. O nome do protocolo é fornecido após o nome do tipo, separados por dois pontos e uma implementação de todos os requisitos do protocolo é fornecido dentro de chaves da extensão.

Qualquer instância de *Dice* pode agora ser tratada como TextRepresentable:

let d12 = Dice(sides: 12, generator: LinearCongruentialGenerator())

print(d12.textualDescription)

// Mostrará "Um dado de 12 lados"

Similarmente, a classe SnakesAndLadders pode ser estendida para adotar e conformar ao protocolo TextRepresentable:

extension SnakesAndLadders: TextRepresentable {

  var textualDescription: String {

      return "Um jogo de cobras e escadas com \(finalSquare) quadrados"

  }

}

print(game.textualDescription)

// Mostrará "Um jogo de cobras e escadas com 25 quadrados"

## Checando conformidade com protocolo

Você pode usar os operadores **is** e **as,** descritos na conversão de tipos, para verificar a conformidade de protocolo e para converter um protocolo específico. Verificação e conversão de um protocolo seguem exatamente a mesma sintaxe que a verificação e conversão a um tipo:

* O operador **is** retorna **true** se uma instância está em conformidade com um protocolo e **false** se isso não acontecer;
* A versão **as?** do operador de downcast retorna um valor opcional do tipo do protocolo e este valor é **nil** se a instância não se conforma com esse protocolo;
* A versão as! do operador de downcast obriga o downcast para o tipo de protocolo e dispara um erro de execução se a entrada de ar não tiver êxito.

Este exemplo define um protocolo chamado HasArea, com um único requisito de propriedade de uma propriedade gettable com retorno Bool chamada area:

protocol HasArea {

  var area: Double { get }

}

Abaixo temos duas classes, Circle e Country que estão ambas em conformidade com o protocolo HasArea:

class Circle: HasArea {

  let pi = 3.1415927

  var radius: Double

  var area: Double { return pi \* radius \* radius }

init(radius: Double) { self.radius = radius }

}

class Country: HasArea {

  var area: Double

init(area: Double) { self.area = area }

}

A classe Circle implementa a propriedade exigida **area** como uma propriedade computada, com base no valor armazenado na propriedade radius. A classe Country implementa a propriedade exigida **area** diretamente como uma propriedade armazenada. Ambas as classes conformam corretamente para o protocolo HasArea.

Aqui está uma classe chamada Animal, que não se conforma com o protocolo HasArea:

class Animal {

  var legs: Int

  init(legs: Int) { self.legs = legs }

}

Agora vamos inicializar um array com uma instância de cada uma destas três últimas classes criadas anteriormente:

let objects: [AnyObject] = [

  Circle(radius: 2.0),

  Country(area: 243\_610),

  Animal(legs: 4)

]

O array **objects** pode agora ser iterado e cada objeto no array pode ser verificado ao validarmos a conformidade com o protocolo HasArea:

for object in objects {

  if let objectWithArea = object as? HasArea {

      print("A Área é \(objectWithArea.area)")

  } else {

      print("Alguma coisa não possui área")

  }

}

// A Área é 12.5663708

// A Área é 243610.0

// Alguma coisa não possui área

## Resumo

Protocolos são como as Interfaces em Java, porém mais poderosos. Com eles podemos tornar nosso código mais maleável e inverter as dependências. Nesta aula você aprendeu a fazer uso dele e a criar seus próprios protocolos. Na aula seguinte aprenderemos uma técnica que utiliza protocolos, o padrão de projeto Delegate.

Aula 2

Depois de tanto falar, vamos finalmente entender o que é o padrão de projeto delegate. Este padrão é muito utilizado em toda a API do iOS, então este conceito será importantíssimo. Além disso, aprenderemos a utilizar bibliotecas de terceiros para poupar nosso tempo de desenvolvimento, igual fazíamos com o Gradle do Android, utilizando o Cocoapods.

# Delegates e Gerenciamento de Dependências

## Padrão de projeto Delegate

Delegação é um mecanismo no qual um objeto age em nome de, ou em coordenação com, outro objeto. Por exemplo, quando você usa uma Table View, um dos métodos que você deve implementar é **tableView(numberOfRowsInSection:).**

Você não esperava que a Table View saiba quantas linhas você quer para cada seção dela, não é? Sendo assim, a tarefa de calcular a quantidade de linhas em cada seção é passada para o protocolo **UITableViewDelegate.** Isto permite que a classe UITableView seja independente dos dados que ela exibe. É bem parecido com o padrão Adapter do Android.

O objeto UITableView faz unicamente seu trabalho de exibir dados na tabela, mas eventualmente ele precisará de informações que ele não tem, como o número de linhas em cada seção. Quando assim, ele passa esta responsabilidade para o delegate que, por sua vez, envia uma mensagem pedindo estas informações adicionais (para um View Controller, por exemplo). As definições podem parecer difíceis no início, mas iremos aprender na prática.

Fazer uma subclasse para substituir os métodos necessários pode até parecer mais fácil do que o delegate, mas você deve levar em consideração que uma subclasse pode ser baseada em somente uma superclasse. Se você pretendesse que um objeto seja o delegado de dois ou mais objetos, você não seria capaz de conseguir isto com subclasses.

DICA: Este é um padrão importante. A Apple usa esta abordagem na maioria das classes UIKit: UITableView, UITextView, UITextField, UIWebView, UIAlert, UIActionSheet, UICollectionView, UIPickerView, UIGestureRecognizer, UIScrollView, e a lista continua.

### Delegates e DataSources

Com o padrão delegate criamos dois objetos: o delegate e o datasource. O delegate está diretamente relacionado a manipulação da interface, ou seja, ele delega a tarefa de como uma view que será apresentada mediante as situações. Já o datasource usa o padrão Delegate para delegar a tarefa de fornecer os dados para a aplicação.

No exemplo da TableView o delegate cuida do *layout* da célula e o datasource cuida de informações específicas como a altura da célula, a quantidade de células e etc.

## CocoaPods

Muito se ouve falar do **CocoaPods**. Se você costuma pesquisar tutoriais na internet ou conversar com desenvolvedores iOS, com certeza já deve ter ouvido falar neste termo. Mas o que é exatamente o CocoaPods?

Em uma tradução livre do inglês, isto significa **vagem de cacau**. Mas é claro que não estamos falando de vagens que irão te ajudar em iOS. A definição dada pelo próprio site do CocoaPods (https://cocoapods.org/) deve ser a melhor para providenciar a resposta que procuramos:

“O CocoaPods é um gerenciador de dependências para projetos Cocoa (iOS, macOS, tvOS, watchOS, etc). Ele possui mais de 25 mil de bibliotecas e está sendo usado em mais de 1.2 milhões de aplicativos. O CocoaPods poderá te ajudar a escalar seus projetos de forma elegante”

Mas o que é gerenciamento de dependências? Ouvimos muito falar no curso de Android, mas parece que ainda precisamos entender melhor.

Não importa que tipo de app você está criando, você poderá utilizar o código de outros desenvolvedores no formato de frameworks ou bibliotecas. O que o gerenciamento de dependências faz é cuidar destes frameworks para você.

No caso do CocoaPods podemos atualizar a versão da biblioteca, adicionar novas bibliotecas e escolher qual versão utilizar, isto tudo de forma separada do seu projeto. Chamados de dependência, uma parte do seu projeto que está sendo resolvida por uma solução de terceiros, e não está necessariamente no mesmo local do seu projeto. Se esta dependência não for instalada, seu projeto simplesmente não funciona. E é isto que o gerenciador de dependências faz, ele instala códigos de terceiros no seu projeto.

### Porque utilizar bibliotecas de terceiros

Pelo que você sentiu até aqui, desenvolver para iOS aparenta ser muito mais simples do que para Android. Engana-se. No iOS existem prós e contras. Um exemplo de tarefa difícil de se realizar em iOS é a manipulação de datas; outra coisa complicada é lidar com chamadas HTTP.

Não estamos restritos a utilizar bibliotecas de terceiros, mas elas definitivamente podem reduzir em muito o tempo de desenvolvimento e nos dar mais chances de melhoramentos nosso app ao invés de ficar escrevendo incontáveis linhas de código que alguém já escreveu.

Podemos utilizar também bibliotecas de terceiros sem um gerenciador de dependências, simplesmente baixando o código de algum lugar e copiando no seu projeto, mas isto pode ser perigoso e demorado. Esta abordagem traz uma série de desvantagens, como:

* Atualizar uma biblioteca para uma versão mais nova pode ser uma tarefa difícil, principalmente se esta biblioteca possui subdependências que precisam ser atualizadas também;
* Manter seu aplicativo sempre com as versões mais recentes da biblioteca pode ser difícil também, principalmente se você não tem o costume de verificar sempre se há algo novo no *site* do desenvolvedor;
* Encontrar novas bibliotecas é frustrante sem utilizar um *site* que centraliza todas as bibliotecas disponíveis como o CocoaPods;
* A Swift está em constante mudança e adicionar uma biblioteca com uma versão antiga da linguagem pode se tornar um pesadelo, pois você terá que traduzir todo o código para a versão mais nova. O CocoaPods cuida do intercambiamento entre as versões da linguagem.

O CocoaPods pode te ajudar a se livrar de todos estes problemas e muitos outros. Ele instala as bibliotecas no projeto resolvendo a questão das subdependências entre elas, te ajudando a descobrir novas bibliotecas e configura para você o ambiente de desenvolvimento apropriado para o uso destas.

### Instalando o CocoaPods

A primeira coisa que devemos fazer é instalar o CocoaPods no nosso Mac. Felizmente o CocoaPods é escrito na linguagem Ruby e as versões mais recentes do macOS (desde a versão OS X 10.7) já vem com o compilador para Ruby instalado. Execute os seguintes passos:

1. Abra o terminal do Mac e entre com o seguinte comando:

**sudo gem install cocoapods**

1. Você precisará inserir a senha de usuário do seu Mac, pois este comando exige privilégios de administrador da máquina. Insira sua senha e a instalação começará.
2. Você precisará utilizar **sudo** somente na instalação, para os demais comandos ele não será preciso. Por último, precisamos das últimas configurações do CocoaPods. Então execute o seguinte comando no terminal para terminarmos a instalação:

**pod setup --verbose**

DICA: O comando sudo garante permissões de administrador ao usuário, dando a ele acesso a diretórios restritos pelo sistema, como por exemplo o diretório bin que é onde o CocoaPods precisa ser salvo.

Aguarde um instante e pronto. Agora poderemos utilizar o CocoaPods no nosso projeto.

### Configurando nosso projeto

Com o CocoaPods instalado no seu Mac agora precisamos configurar nosso projeto para receber as bibliotecas. Para isto será necessário um pouco de conhecimento sobre o uso do terminal.

1. Abra o terminal e navegue até o diretório do seu projeto:

**cd ~/caminho/para/o/diretório/do/seu/projeto**

1. Execute o comando de inicialização:

**pod init**

1. Com o último comando o arquivo chamado **Podfile** é criado. É nele que especificamos quais bibliotecas queremos instalar no nosso projeto. Abra este arquivo com o comando:

**open –a XCode Podfile**

1. O conteúdo virá neste padrão:

# Uncomment the next line to define a global platform for your project

# platform :ios, '9.0'

target 'MyProject' do

# Comment the next line if you're not using Swift and don't want to use dynamic frameworks

use\_frameworks!

# Pods for MyProjectTest

end

Na próxima unidade iremos utilizar uma biblioteca **Firebase**. Vamos adicioná-la ao projeto.

1. Insira dentro do bloco target a seguinte instrução:

pod 'Firebase/Core'

1. Agora execute o comando de instalação no terminal:

**pod install**

1. Você terá o seguinte resultado:
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Figura - Tela de progresso da instalação do Firebase utilizando o CocoaPods

Veja que foi instalada uma série de subdependências.

Feito este processo, nosso projeto estará pronto e configurado com o CocoaPods, mas antes de finalizarmos veja como ficou o diretório do projeto:
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Figura - Nova estrutura de diretórios após a instalação do CocoaPods no projeto

O arquivo **MusicProject.xcworkspace** foi criado. A partir de agora você só deverá abrir este arquivo. Nunca mais use o **arquivo .xcodeproj**, senão as bibliotecas não irão funcionar.

## Resumo

Nesta aula aprendemos um pouco sobre um dos principais padrões de projeto do iOS, o Delegate. Vimos que com ele podemos preencher tabelas e delegar atividades a outras classes. Também conhecemos o CocoaPods, um incrível gerenciador de dependências para iOS. Com ele podemos instalar bibliotecas de terceiro e economizar bastante tempo de desenvolvimento.

Aula 3

Outro recurso bastante importante no Swift é o uso de Closures. Eles são utilizados para escrever blocos de código, como se fossem métodos, que otimizam a escrita de certos algoritmos sem diminuir a clareza ou intenção. Em outras linguagens o Closure pode ser comparado com Callbacks (que falamos no curso de Android).

# Closures

Closures são blocos independentes de funcionalidade que podem ser transferidos de um lugar para o outro e utilizados em seu código. Com eles podemos implementar o tratamento de um objeto em tempo de execução. Em outras palavras, podemos criar métodos e passa-los via parâmetro em algum método ou atribuí-lo em alguma variável/constante. Os closures são utilizados principalmente para realizar operações assíncronas.

## Expreções Closure

Para dar continuidade nos exemplos desta aula, abra novamente o seu Playground e execute os códigos mostrados aqui.

Em Swift podemos criar funções aninhadas, ou seja, é possível definir funções dentro de outra função. Isto é feito para organizar melhor o código ou alguma outra aplicação específica que se faz necessário este uso. Mas convenientemente não é muito aconselhável pela orientação a objetos, pois diminui a legibilidade do código e quanto mais aninhamos funções dentro de outras funções aninhadas, mais complexo se tornará nosso código.

Uma alternativa as funções aninhadas é o uso de closures. Closures são utilizadas para escrever blocos de código *inline* (em uma só linha) em uma sintaxe breve e focada. Closures são utilizados para otimizar a escrita de certos algoritmos sem diminuir sua clareza ou intenção. Os exemplos a seguir ilustram estas otimizações refinando o método de ordenação de arrays **sorted(by:)** com diversas maneiras para realizar a mesma funcionalidade.

### O método de ordenação

O Swift apresenta um método chamado **sorted(by:)**, que classifica um array de valores de um tipo conhecido com base na produção de uma saída ordenada por um closure que você fornece. Quando este método completa o processo de classificação, é retornado um novo array de mesmo tipo que o antigo, porém com seus elementos em uma ordem especificada pelo closure. O array original não é modificado depois deste processo.

O exemplo abaixo usa o método **sorted(by:)** para ordenar um array de Strings em ordem decrescente (de Z a A). Este é o array inicial a ser classificado:

let names = ["Chris", "Alex", "Ewa", "Barry", "Daniella"]

O método **sorted(by:)** aceita um bloco closure que recebe dois argumentos com mesmo tipo do conteúdo do array e retorna um valor Bool que indica se o primeiro argumento deve ser posicionado no novo array antes do segundo argumento. O closure de classificação deve retornar **true** se o primeiro valor estar antes do segundo e **false** caso contrário.

No exemplo a seguir o array de String está sendo classificado e o closure de classificação deve possuir o tipo **(String, String) -> Bool**.

Uma maneira de providenciar uma closure de classificação é escrever uma função normal com o tipo que corresponde ao tipo que o método **sorted(by:)** aceita. O tipo de uma função é definido pela sua assinatura (conjunto de argumentos) e tipo de retorno. Ao definir esta função, basta passarmos esta via parâmetro do método **sorted(by:).**

func backward(\_ s1: String, \_ s2: String) -> Bool {

  return s1 > s2

}

var reversedNames = names.sorted(by: backward)

// reversedNames é igual a ["Ewa", "Daniella", "Chris", "Barry", "Alex"]

Veja que não invocamos **backward()** mas passamos apenas o **nome** do método via parâmetro de **sorted(by:)**, isto porque este método de classificação não espera um valor ou retorno, mas sim a definição de como ele irá classificar o array.

Se a primeira string (s1) é maior do que a segunda (s2), a função **backward()** irá retornar **true**, indicando que s1 deve aparecer antes de s2 no array classificado. Para caracteres em strings, “maior que” significa “aparece antes no alfabeto que”. Isto significa que “B” é maior do que “A”, e a string “Tom” é maior que a string “Tim”. Como este exemplo ordena as strings na ordem decrescente então “Bruno” será apresentado antes de “Alex”.

## Sintaxe de um closure

A sintaxe de um closure possui a seguinte estrutura básica:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcQAAACACAYAAACV4RnRAAAYK2lDQ1BJQ0MgUHJvZmlsZQAAWIWVWQdUFEuXru6JzDCEIeecc06Sc5ScBGEIwpCEIQlIFFFEUUGJggqIgCAmooiAmBERFDGjiIiiD1FAJG0T9L3/7Z7ds3VOd3/cunXrq6pbt+oyAPCwUiIjw2AmAMIjYmiO5kaC7h6egrhRQABkQAQAaFL8oyMN7e1tEAx+f/+zzA0DaO07JLdm67/X/6+FOSAw2h8AyB7BfgHR/uEIvgIAmtM/khYDAKYPkYvEx0Su4WkEs9IQggBg0Ws4aANzrmG/DSy7ruPsaIxgAwDw9BQKLQgAhjXegnH+QYgdBoQjlhwRQI1AVNMQrOcfTAkAgLsL0ZEND9+5hqcQLOn3DztB/2HT749NCiXoD94Yy3rBm1CjI8MoCf/P6fi/S3hY7O8+hJGHPphm4bg2ZmTeakJ3Wq9hegR3RPjZbUUwGcF3qAHr+mv4eXCshcum/pR/tDEyZ4AdABgEUEysEcyLYPbYUBfDTaxMoa23RfRhO2qMpfMm9qPtdNy0D8dFhNnZbNrZHxxo+RuXB0abOv3W2UE1s0Qw4mnwlcRgZ7cNnnBvHNXVDsEMCB6IDnWy3mz7OjHY2O63Di3WcY2zKIJ/7KCZOW7ooDjDo3+PCyXvT1nvC/EFlEFMsLPFRluUe2C0u81vDgGBJqYbHFABgREum9xQiHcZOW62zYoMs9/UR5UHhpk7bswz6kJ0nNPvtoMxiINtzAPqXQjFyn6zr7nIGHvnDW5oGNgAY2ACBEEs8viBnSAEUPunWqaQvzZqzAAF0EAQCARym5LfLdzWayKQtxNIBF8QFAii/7QzWq8NBHGIfPmPdOMtB3as18attwgFHxAcjuZG66F10DbI2wB5lNGaaK3f7QQZf/eKNcWaYC2wZlipPzz8EdZhyEMD1P9BZo18A5HRrXGJ+D2Gv+1hPmAeYd5hnmBGMc+AK3i/bmVTy4eaQfsXc0FgC0YRa2abo/NDbE7+1kGLI6zV0EZoXYQ/wh3NjuYGcmhVZCSGaH1kbGqI9J8MY/9w+3su/93fGut/jmdTziDNoLbJwu/Pyhj/0fq3FeN/zFEA8rX+tyZqP+oy6jaqG3UX1YFqAYKo66hWVB/q2hr+4wnv1z3hd2+O69xCETvU3zqK5xQnFZf+1Tdls/+1+YqOCdwVs7YZjHdGJtCoQcExgoZINA4UtIzwl5cVVFZUUgdgLbZvhI7vjusxG2J/+LcsJAkADQFEeONvWeAwAO2vkHBG+FsmvhfZrkj8vevrH0uL25CthWOAQU4NRmRXcAF+IAIkkfEoA3WgAwyAKbACW4Ez8ADbkRkPBuEI53iwG6SDLJADjoDjoAScBJWgBjSAS6AFdIBucAvcBwPgCXiB+MU4+AymwRxYhCAIB5EgFogLEoDEIBlIGdKE9CBTyAZyhDwgXygIioBiod3QHigHyoNKoNNQLXQRaoO6obvQI+gZ9BaahGagXzAKpodZYT5YHFaANWFD2Bp2hr3hIDgKToQz4Vy4CK6A6+FmuBu+Dz+BR+HP8CwKoIgodpQQSg6liTJGbUV5onagaKgU1AFUAaoCdR7VjqzzEGoUNYVaQGPRLGhBtBzimxZoF7Q/Ogqdgj6ILkHXoJvRvegh9Fv0NHoFQ8LwYmQw2hhLjDsmCBOPycIUYKoxTZibyL4Zx8xhsVh2rARWA9mXHtgQbBL2ILYM24jtwj7CjmFncTgcF04Gp4vbiqPgYnBZuGJcPe46bhA3jvuJJ+IF8Mp4M7wnPgKfgS/A1+E78YP4CfwiHROdGJ023Va6ALoEusN0VXTtdA/pxukWCcwECYIuwZkQQkgnFBHOE24SXhK+E4lEYaIW0YFIJaYRi4gXiHeIb4kL9GR6aXpjei/6WPpc+rP0XfTP6L+TSCRxkgHJkxRDyiXVkm6QXpN+MrAwyDNYMgQwpDKUMjQzDDJ8ZaRjFGM0ZNzOmMhYwHiZ8SHjFBMdkziTMROFKYWplKmN6SnTLDMLsxLzVuZw5oPMdcx3mT+ScWRxsik5gJxJriTfII+xoFhEWIxZ/Fn2sFSx3GQZZ8WySrBasoaw5rA2sPazTrOR2VTZXNl2sZWyXWMbZUexi7NbsoexH2a/xD7M/ouDj8OQI5Ajm+M8xyDHPCcPpwFnIOcBzkbOJ5y/uAS5TLlCuY5ytXC94kZzS3M7cMdzl3Pf5J7iYeXR4fHnOcBziec5L8wrzevIm8RbydvHO8vHz2fOF8lXzHeDb4qfnd+AP4T/GH8n/6QAi4CeAFXgmMB1gU+CbIKGgmGCRYK9gtNCvEIWQrFCp4X6hRaFJYRdhDOEG4VfiRBENEV2iBwT6RGZFhUQtRXdLXpO9LkYnZimWLBYodhtsXlxCXE38X3iLeIfJTglLCUSJc5JvJQkSepLRklWSD6WwkppSoVKlUkNSMPSatLB0qXSD2VgGXUZqkyZzCNZjKyWbIRshexTOXo5Q7k4uXNyb+XZ5W3kM+Rb5L8qiCp4KhxVuK2woqimGKZYpfhCiaxkpZSh1K40oyyt7K9cqvxYhaRippKq0qryTVVGNVC1XHVEjUXNVm2fWo/asrqGOk39vPqkhqiGr8YJjaearJr2mgc172hhtIy0UrU6tBa01bVjtC9p/6UjpxOqU6fzcYvElsAtVVvGdIV1KbqndUf1BPV89U7pjeoL6VP0K/TfGYgYBBhUG0wYShmGGNYbfjVSNKIZNRnNG2sbJxt3maBMzE0OmPSbkk1dTEtMX5sJmwWZnTObNlczTzLvssBYWFsctXhqyWfpb1lrOW2lYZVs1WtNb+1kXWL9zkbahmbTbgvbWtnm2760E7OLsGvZCrZabs3f+spewj7K/qoD1sHeodThg6OS427H204sTj5OdU5zzkbOh51fuEi6xLr0uDK6ernWus67mbjluY26K7gnu9/34PagerR64jxdPas9Z7eZbju+bdxLzSvLa9hbwnuX993t3NvDtl/zYfSh+Fz2xfi6+db5LlG2Uioos36Wfif8pv2N/Qv9PwcYBBwLmAzUDcwLnNihuyNvx8cg3aD8oMlg/eCC4CmqMbWE+i3EIuRkyHzo1tCzoathbmGN4fhw3/C2CHJEaETvTv6du3Y+ipSJzIocjdKOOh41TbOmVUdD0d7RrTGsyDWnL1Yydm/s2zi9uNK4n/Gu8Zd3Me+K2NWXIJ2QnTCRaJZ4Jgmd5J/Us1tod/rut8mGyadToBS/lJ5UkdTM1PE087SadEJ6aPqDDMWMvIwfe9z2tGfyZaZlju0133suiyGLlvV0n86+k/vR+6n7+7NVsouzVw4EHLiXo5hTkLN00P/gvUNKh4oOrebuyO0/rH64/Aj2SMSR4aP6R2vymPMS88bybfObjwkeO3Dsx3Gf43cLVAtOFhIKYwtHi2yKWotFi48UL5UElzwpNSptPMF7IvvEfFlA2WC5Qfn5k3wnc07+OkU9NXLa/HRzhXhFQSW2Mq7yQ5Vr1e0zmmdqq7mrc6qXz0acHa1xrOmt1aitreOtO3wOPhd7brLeq36gwaSh9bzc+dON7I05F8CF2AufLvpeHL5kfannsubl81fErpxoYmk60Aw1JzRPtwS3jLZ6tD5qs2rraddpb7oqf/Vsh1BH6TW2a4c7CZ2ZnavXE6/PdkV2TXUHdY/1+PS8uOF+43GvQ2//Teubd26Z3bpx2/D29Tu6dzruat9tu6d5r+W++v3mPrW+pgdqD5r61fubH2o8bB3QGmh/tOVR56D+YPeQydCtx5aP7z+xe/Jo2GV45KnX09GRgJGPz8KefXse93zxRdpLzMsDr5heFbzmfV3xRupN46j66LW3Jm/73jm9ezHmP/b5ffT7pfHMD6QPBRMCE7UflT92TJpNDnza9mn8c+TnxamsL8xfTnyV/HrlL4O/+qbdp8e/0b6tzhz8zvX97A/VHz2z9rOv58LnFucP/OT6WbOguXD7l9uvicX4JdxS0bLUcvuK9crL1fDV1UgKjbJ+FUAhD7xjBwAzZwEgeQDAMgAAgWEj99osKGgt5VjTJSF3mC3ITSsf9ENkyB2qgWE4HB5DBaJm0DkYRcwotgwXgjehEycwEGF6FImZQYbRkonGfJr8ipWfzY/9Eieay5e7i1eAL5v/m6C30H0RbdEz4qwSaZIT0nYyjXIM8v4KlxUXlXVUolVPqvWqv9VY0KLX5taR3qKpa6Jnp+9pEGwYZ5RlXGBSY9puds/8ucVHy3lrtA2TLa+dxFYle20HI0dLJztnRxcXVzc3d3cPD09Pz22eXp7entvdfVx9HSm2fmb+egFqgdI7BIJYgnHBi9SvIW9DH4fdRnbluZ1lkYeiEmiUaMMYrpivsd1xhfE7d1kliCQsJz5Naty9P9k3RSOVAdlbV9PzMoL36GayZH7c25mVvy94/5Zs9uzlHPRBvUMNhzWPXDq6nC9wTOa4fIFioVKRSrFqiVqp2gn1Mu1ys5OBp4pOj1SyVRme8a6OOJtYk1V7tK703Jn6xoa28zcaBy98uSR0OfLKQLNUS1hrUVtz+8OrEx0rnezXlbpcu/N6PvZa3Cy99eD22zvT97D3xfrMHwT0Rz8MG3B5pDHIP0QYWng89uTB8PWn7SMdz64/737R+bLx1dHXYW+MRrlGZ94OvGsbq3lfOn7kw96JhI/hk76fbD+rTJGnPn+59bXqr6zpkG92M6rfhX9IzXrPdf5UXDj2680S17L7StXq6pqfACLgQW6JjkieUw8+QBLQTqgL5oEz4BlUJOonej9GCHMTG4OTx33H99CVEZKJAfTuJCcGd0Y/pljmHHINywDrT3YJDm/OfK6HPCReG76D/P2CJCEH4aMiA2JEcVOJOMlqqUfSP2SZ5CTlVRW0FLWUVJSlVPhVmdQgtR/q48hpdUerTbtWp2RLjm6SXoj+NgM7QyMjDWN5E1FTbjMmc6z5osW05bjViHWfTaftBbuKrfn2mQ7RjhQne2c9FxlXTjeM2zf3lx53PC9vO+mV7R293dvH1FeWwkL56ffKvzugKnD/jtAg22AFKjP1e8iT0OawovCECPed6pHkyMmo67T86IAYtVhM7HDcmfjYXaYJrAljiZeS0nbbJfMmf0ppTz2UFpLumGGCeIb2XvUsxX0y+8WyBQ5w5ZAPEg+hDy3nzh3+dmTm6EI+7hjncckCjUKTIvvibSVBpbQTyWX7yvNOnjh19nRrxWDlwhmpaq+zOTVNtc/rVuqFGkzPBzceutBy8etltSt7mx61kFp126jtxVfvd6x2ql0P66rqfnmDudfgJvVWzu26O3fuTt4n9ak88OzPeFg/8HQQO6T62OdJ5nDV096RD88JLxReOr9KeF3+5vbo/DulMdr7y+MzE7IfgyYrP72Z4vni/vXEX9Pf4r7LzZLnCQvwr89LV1eom+tPABxAFlgg2U4huAdhIXPoKDQG68KnUSTUXjQOnYcRx3RhA3Bk3F38fjo7ggBhgfiYvpV0hqGYMY/pMHMeuYTlDGsz2x321xwLXGRuOR4zXgrfbv5CgfOCPUKPhcdFvojOiE0jt6YRyR6pM9J7ZDxlFeQguUH5KoV4RSslQaV55X6VatUUNRd1WQ1YY0SzQStD21VHWmd5y4BupV68vpWBgMGsYZ/RGeMUE1dTeTOM2UvzKxYHLH2t1K2J1qM2TbbZdt5IpMDYP3Ood0xzcnIWc55zueNa4hbqruNB9HjheW5bopeFN7v3++0XfVJ9rSkclDG/8/6JAWaBzIEvdlQHRQXrUNHU/pDCUN8wqbBv4a0RaTvNIuki+6IO0qyi8dE3YzJi9WIX41rio3fJ75pMqEr0SeJOerw7N9kiBU7pTE1Js0jnS1/MGN1zJ/Pi3tKszH3h+12z9Q6I55ByZg++PHQjt+7wsSPpR+PzaPmRx5BrQUFUYVRRZHFECbXU94RTmVW5zUnvUwmnyypuVn49w1atcdamxrHWoW7buaT6Kw2LjeYX8i++uSxzJa6pu4XY6tRW1P6iQ+haWOe1LpbukJ4bvTw3Y2713xG/m3zvcZ/0g4z+sQHXR8ND/o9nh/ePcD9reGHwcvh12qjtO6f3Rz7MTx6buvnNef7Z2vpv/A9urWCR7PSMGQCuxwBw0kJwLgBiNcj5sQUAexIAzloA5ioG0LVIAHlJ/jk/+IEhcnbsAVXgJhI9sEj8sIRCoUNQI5Lr/YA5YB3YB94D18D98HcUN8oQFYw6gmTf79BEtDqagj6EbkNPYNgwpphYJOsawdJjDbHx2PPYjzhhnA+uHPcaL4wPxl/AL9PZ0J2imyPYExqIJGIEcZBek/40iUiKI40xODB0MyozVjFxMR1hpmPeS4bJGSwYlmxWJtZiNjG2y+wm7CMcOznxnFVcxlzvuffxyPE84U3lk+V7yZ8rYCKwLNgulCisJ4IReSh6QixUXFeCLPFJsleqQjpDJlDWRk5LXl5BQVFPyUU5TGUPEvKb1Ic05rT4tM114rbU6r7R5zJwMyw2emMiaRprdsuC2zLI6rh1oU2crYHtql331oP2IQ5Ux0ynC87vXbndnNxzPfq2kbwcvAu2j/gyUlT8zP1dAgICU3ecC/pIVQpJDx0Kl0Q873mUBq0g+mesW1x9/JcEjkTFJKPdHsmpKW1pdOnBGQ8y1fdW7GPcn5I9kWN4MPNQU+7oEYajdnkXjqkev1loV/SgxKL0VplD+c9Tdyo6qy5VF9Yk1lHrt503vMB28e3lhqbUlu1tnld3X2u5vtCj1Rt+68Cd4ntVfY39nQOPBiee4J/qPjv04sdrz9GmMeI4ZaL9E35K4iv4q+wb/0zRD97Z5vnwBbVfS0vNKz7r8UMUWIMoUAA6wDsID8lDzlAiVIFk+t9gLtgIDoWPw13wZyRnN0ZOkzJUH2oRLYP2Queiu9GzGGkMBVOEeYQlYs2xe7G9OCzOCncYN4IXxUfjb9Lx0sXTDRO0CKeIBGI8cYLenf4ByZjUwaDJ0MyoztjGpM90C8lRn5EDyTMsGaysrDVs+mzP2GM5WDmaOT25YK56bg8eOp4O3mhkrT/ynxWgCsoLzgl1Cx8W8RFVESOIvRfvkaiSzJaKlvaVcZA1ldsir6GgpqiupK1spGKruk0tQj1Lo1rzodaKjuqWnbrn9WYMtAwzjYZMJExTzV5Y6FiWWS3b2Nvm293buuQg7xjgVO78HFljL/fTHp+2qXnt8R7yEfONpnT4rQToBibv6A6mo7qGnAmdD7eJqNy5FOVBa43hit0d93yXYkJS4rWkX8naKemp/enCGQl7hvYqZuXu+5ptd6AuZ/GQQe7uw01HZvNM8iuO0xXQCkeK9UoqT+DLdpYPn9I9XV3JWpVdjT2bW8tfd6XetmGscddF4qWTV1Sb7rX4ts627+/gvdZ03a0b7mnqpd7ivd1/N+2+at+n/sqBbYPMQ9ef+D8FI6XPtV68erXvjfLom3cH3+uMT02UT9p9mp3a/2XhL8vpvd8uzvR///hjdY5zXuWn88LuX3WLn5Y1V46vr78UcAapoBYMgRVICln9NKgeGoGxsCrsBx+Fu5FbhAjKFZWNuob6jpZC+6KL0UMYRowNJgdzH0vCOmKLse9wcrhk3EO8OD4d/5bOnO4SQZRQSmQnHqdnpy8hCZCqGRQZOhhtGN8g9w1G5nqyLfkbSzGrCesMWyW7KweRo5szkUuda467jSeV15KPA1nrawLHBWnIDURVhFsUjZw9Y+LPJAYlHyKZ+ROZ17Kf5ZYUyIqySlbIjs5X7VT7oiGo6aaVpz24hU3XW69Of9HQ3qjOhM403OyphZXlLWsbmxE7qj1wKHXa4vzONddd32N220Vvmo+674xfaYBMYEOQdHB1iHhobbhCRFukedRIdHgsNq5il2HCm6RdydiU3DTW9OI9wpkNWTr7HmT750AHz+V6HcEeLc3nP3a8AFcYXzRR4lk6VOZe/uNUbUVgFe7Mgeq5GvfapnOs9TENw41aF8ovYS5HXHnWbN7S1qbYXtcheq30OkNXcvenG269vbeUb5++S76XeX/+QVj/+wHvR8+G3B4/HXZ+eveZ8vO8F59f6b3OffPqrdy7lLGBcZEPuyYeTIp8ivvcNbXyVekvq2mPbx4zdt+3/BCZxc2+m2ufT/up+3N6If0X+depRbrFqMVnS0ZLxUsflzWW9y4/XhFZoa40rEyvqq7uWr26tv7RO1SU148PiN4IAMzr1dXv4gDg8gBYPrq6ulixurpciSQZLwHoCtv4XWf9rGEC4MSNNXQr8e3Sv39f+S8RAMXUIUd/UwAAAZ1pVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IlhNUCBDb3JlIDUuNC4wIj4KICAgPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4KICAgICAgPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIKICAgICAgICAgICAgeG1sbnM6ZXhpZj0iaHR0cDovL25zLmFkb2JlLmNvbS9leGlmLzEuMC8iPgogICAgICAgICA8ZXhpZjpQaXhlbFhEaW1lbnNpb24+NDUyPC9leGlmOlBpeGVsWERpbWVuc2lvbj4KICAgICAgICAgPGV4aWY6UGl4ZWxZRGltZW5zaW9uPjEyODwvZXhpZjpQaXhlbFlEaW1lbnNpb24+CiAgICAgIDwvcmRmOkRlc2NyaXB0aW9uPgogICA8L3JkZjpSREY+CjwveDp4bXBtZXRhPgo7x3l+AAAv/UlEQVR4Ae1dB3zURfZ/kF4pgRAhdAQBT0WqiiJnQT3sHne2v3jYxY4VQQQBsSFYUPQ8T7EAggLSz0YHqUqHBEJJQnrvYf/vO8ssv23J7iYbspv3Pp/dX5t5M/Odmd+befPe/BqZmEhIEBAEBAFBQBBo4Ag0buDll+ILAoKAICAICAIKARGI0hAEAUFAEBAEBAFGQASiNANBQBAQBAQBQYAREIEozUAQEAQEAUFAEGAERCBKMxAEBAFBQBAQBBgBEYjSDAQBQUAQEAQEAUZABKI0A0FAEBAEBAFBgBEQgSjNQBAQBAQBQUAQYAREIEozEAQEAUFAEBAEGIFAf0KhuNREKVmllFdUQcWlJ+mk7MFTL6s3MIAoLLgxNYkIotimwRQW0qhe5rO+ZArtOi2njLILyqVd15dKaQD5aMzdMiykMUWHB1KLJkF85I7r59TIH7Zuy8qrpCPpxVRYclJVFyoyOiKAGjeSF219bL8nebdADFhKy80jlqiwxnR2mwgRjDaVlVdUSYkpp9t1SFAj9YKSdm0DlFx6DYEi7qclZeb3Ktpfp7hwah7tv4LRpwViRSXRvmNFlFNQQZh1RIYF8CgmiFBxQvUfAdRfbmG5qj/M5ls0CaRu8eH1P+NeziFwSUgpoozcCh7UEcVEB6u2jTYuJAjUNQLom4XFlZSRV0ZomxGhjencDpHqnVvXefF2ej4rEFEx2xPy1SwDFRTXPES9PLwNmPCvfQTQ4bLzyykrv8KvO5sryBnbdfOoQGoWFSTt2hXgJEydIJDPWguo7xuz9Un3dhF+p0b1SYGIl8bv+/JUA8DouWmkDJ3rpDd4ORHd2YICG9EFnaP8cgRaFYTGdo0BHgZ6QoJAfUMASx3JmSV0kjWpPTv4l1CslR5XWVlJpaWlhKO3SY+gkU58y1ARht4GvA75R/GiPeq0vMJEOw8X1GHKZz4p23YtwvDM14nkwDECWJJq3ypMzRJ3HS5UalTHIX3vbo0EYnZ2Nr366qsUGBhIoaGh9NFHH9UKAnPnzqVWrVrRwYMH7fhhzRAjlNYxoT6zVrhy+RIaO/pZ2r9vj1155IY1AuhssDyFgRTq2hFNnjyZrrnmGkL78xfyxXbtL9hLOdxHAGvbeAeDsHTlL1QjgfjFF1/QuHHjKCoqil544QXq1q1bjXFJT0+nkSNHUv/+/alDhw5W/GBNCgMarK34iql+8vFjdNc/b6KPP5xGw+/6O5WXl1uVSS7sEcBMEXUMoxK4HNjSoEGDaPny5fTxxx/bPvLJa2+365KSEho8sDc9dN9drOYyWwzWd6ASEw5Qq2bB9NmnM+p7Vhts/jB4hWofE5TjmWW1gkP27jSa22c6/fHe2lrh5y4TjwUiu2vQ/v37lTDcsWMHYdR+5ZVXupu+Xfivv/6a0tLSaNSoUWrmaQwA1wpY2sVEBxlv19tzYDTmpVHUuk08zfjkS0o4uJ+++PyTOs2vfrGsWL64TtOtaWLamGTfsUI7VgMGDKDLL7+cpk6dShhA+Trpdo0yu0JawE0Y95IrwdVSRmFhIaUkJxPapFDdIeCr/c9VhKDaD2Wf4mPpJbWiOj1Zbl52K8stcTULtRrOY4HYiH38AgICKCwsjJo2bVormUKnnTlzJnXq1In69u1rxRM+WVCjtWAjGl+hn/+3nH5cOJ/++9U8uuW2f9AHH39OkyaMobQTqXVWBNQT6NjRI3WWZm0kBJVM08hAVee2s8TGbOL26KOPqoHTsmXLaiO5M8bD2K5RZnfo6JHDLs34QkJCaOyrk2jK2++rPutOGhK2Zgj4av9zp9R4J2MN/ARbn9aUIto0oZ4P9KceI/rVlJVH8evVTjWrVq2i3bt30zvvvKMErbFE2IEGFMG+hq5QQX4+FRTkU9xZrZUAOnBgnxodd+9xLsXEtLBjUVRURMnHj1J2VpZ6ycTyGmaHjp1JN2hjhOzsLKpg1WfL2FaEdPbs3qninNWmDbVr18ES9NJBf6W1m/6k4uJiWrP6Vzrv/F60Y9dhimQVsybELy4uogBeh004sJ8a8yDjwt596Qi/7A4nJlDbdu2pU+ezdXDL8fixo3T4cKIqU8uWsdTtnB6WZzhJT09TL78Tp4Tvzj+2U05ONpWXcaNlIdmiRUurspXx/azMDJ7xR1NEZKSazaakJFOTJk2py9nd7Opj397djG8BVVZUUJv4tupnlYFTFxX8HGGBWVhYOGMWS61bx9vN/h3FxU42cMVIyy2j9rEhVkEGDhyorqGyv+222+zyZxW4li6OHj1Kbdu2rSVuZjYwYQe50q5Vu2M8S0qKedZXQdu3baXMjNMz5KjoJmot38yZCHVaWGg2Thp8xRB92+6IthLOdRMeEUG7d/2p6iqaef3lvAus2oiOCL5/7tim2hHqv+s53XlQ3Ew/9ugInju2baHSslJuH22qFNzeSt/d9g/cQB35PYE+YCR3+x/iok9j4IoBX2RkFHXvea6RpeUc74z8/Dz1/sFN3b9i+X2Evor4wAjlacHvBmOY5s1jqEfPv6h7tn+upm8bD8tX0Nxlcj9tE+PZhKUsp4QqyyqoUQBv0nH7Bapt2aZTWVpJRan5FNGa35/8DkvfcpxKMgsprGUExfZh/N0cUNryV9fYqcYT4rUI0/Dhw02xsbGmrKwsT1jYxZk4cSL0Oabff//d7hm7WZi2Hcw3ncguc+n34cz/Kl5c+eoIvvq3cMkvVjy+nrPQ8kyHwbF33/6mPQkpVmGR/o0332bihmb65D9fq6MxzvKf16vwv+/Y75AnC0PTyl83WnjqfBp52J7/tm67Jfzx9CLT08+OtuONPB06nqPCJR7Ltntuy3NvYqqFJ8q0ZuMfKg54P/7kc1bxr75mqCkls0SFTziSabr51mFWz8F79NjXLGF0HYEncLJN+8677zWlZpVapa/j2B5R7zsS8u3ag7H9sYrd7nlt32Dhr9o6ay5MP/zwgykvL69WkkD5Nu+vvl0Dr8FXXG2HpRHbH5f9ZoXptA8+tQo/4KKBpuSMYqswaCvtO3RS4dDejfzQpo6kWudtw5bdlvDGsLO+/cGKr209VnW9bWeiqds53a3S1rwnvznNiq830kfeXG3/uw8mm6646hq7vE6Y/LalTbvb/1C34yZMseN51dXXmQ4cTrcqP/Kq3xnvzfjM1OvCPlbxNF66PMDRtg8+PPIpq77qbvqO6nJHYoFp3a5cz/oEb13149DPTHN6T7P8fh+/0o5XxvZky/O5/aZbzhHvt0e/N52sYEY1JI9VpnCz2LRpEwUHezYi4Iqyo+PHj6t70dHRds+wcBsS5Hp2db4w4r3hplvp59Wb6ZXxryu+/7rnH1ZqS4yiMZJ6a+qHtGTFalq09FcVZ8vvG+ml556wU0u1bNmKMnh0eP+9dyh+3ECVOpQ7tZox4WYJzwpBLChowZKfiYUgsaBRM8p77rxVHfFc5/OOu4bTdwuWE7+ccJvGT3yTZn72tTpft/Y3dcTf6xNfoXfenKjyy4Kc+CVIgwZfSQu+/45eO7WmBBXZF9/Mp2+/+5HeYDUZ6N4RD6nrL7/9nmbPW6xmfurBqT+ov0HgPf3dN+jRx59RPF58+VXKy81RM1Fua2wtO4q+nzeHuCPS3O+X0uez5qp4E8e/TPPmfqPO8Yew7097S+H02JPP0opfNtC8hSuIBS7PPg/YYWqJaHOCvRT1lnzGR5i5h4eHK7VpUlKS8ZFXzmFJDTU+D9bopptuIrRRGJLt2rWrRumhXYdzGasjlPepZ15UdfLZF7NV/aMOvpq9gFCnqIeefznfik2//hfRx//+ij76dJYK3youzm7Gh3qP4JkhCO0dbQ5tCm0ZbWrGB1MtPLGkgbabxJoJtNfFy1fRxCnm5zAcw0zFXYKRz8iH7uW4eyz9dMy4SQ7ZeCN9nZAr7R9rt3cOu4F+WrmMWCiq8gN/vDvGvPgMLV70vWLnbv9btGAejRvzvNIc8SBb9RPM4lauWML3n1N9SecTR/3OeOzhf9G2rZuJhTH958s59Pd/3GnWAHEYXR4dfs78JYT3FGjG+1PpwP696hx/7qZviWg4iQoLVHtH2y5vGII4P+WZ3flPDKTznxxIHW/qqcIFhAbZhW8UeLqfoD/0GXMl9Xywvwp3YsMRyvwjxS6O2zfcFaisNjLt2bPHxKoqNTK5/vrrTex/6C4bu/AY8d99992m+Ph4U26u/Uhjzc5c0+6kQrvRkqPRCu59+vk3Kn8Y9R49UWCJ9+wLY9R9NnKx3MNzzLyMvDAj6jfgYjW62nfohNWz+x541MI78WiW1TM9osZszdHo7rkXx6q4eiap86mvwRsjOowyj6UVmjDDxYwK+cFImitYzVwPJ+da0sUzjCYx+9y0fZ/lPsqjZ6pvT/vI6r6xrDhfv3mX4g3+3LmswuqZ5/Zdh1QY5G/XgeOWMEv/t1bdx0xD5wv5x6gfYZNS8ixhkZbmZ5sHR9eoc9S9I/rwww9Vuo40Co7C18a9I0eOmKZNm6Zmi8AKvwsvvNA0Z84cjzQl7rZrYKTbBWbqrsy0dXjM+PRMX2ONutFaFB5EWepJtzXUqW7jPABS5YXGwNhfprz1nrrPgyhLfM2/uuOva7epuOinyKcOr/upnvHgvjfS1+m50v61JmnkE6Ms+UR8zBrRzjt36WpVBjyrrv8BR7xn0I544Gzhi3eOnrlv3LrHch889TsDaSLfugw4ot/hqMuDMKhLHUZrDTC7xD1P0te8jMfDqaWqn2bmVtSom+XsT1czv61v/GrHJ3NnqnqG2WHeodNayT/eX6vu/zljvV0cd2+4tYaIEVrv3r3VqJwrUBm/fPnll0pnjeuaEGacW7ZsUbpvWwd/mKWDwkPcyq6Kc9uwOywjKtz42/W30JuvT6CDvKaoCSOu/Lw82rhhLSUlHVK3Q4JDKCjQfpSi4+D44svj1Xqb8R5GhyDMXrB+tmH9GrUuwxVD4JnOFrRVkS57eXmZZZQHS0rE37J5o4qKkfiC7+eqdUzcCAwKoiAuA9YWMjhs+/YdLUlgrRNUxmszrhB3TuIXnlVQlAWEtU7Q7Xfeo9Yg1QX/YW0U8RITDvIGDSVqPQ/GVi1axKqR/xf/mUlDrruefUvPUmtcmp+O7+mxDa/Z1pQ2btxI77//PufVfl1Z887MzKTp06cr4zGsIT7++OP0yCOP0Pbt22nhwoU0YcIEGjZsmAqOe+efbz1T03xsjzCoAbnbrnUbwewK7cLROrcxLR3eeM/2nF+c1H/AJZbbZ/E63j/v+D/6kWc9GZnpqp3nsqYAdPfwEVZrwEOuHUrPj3qMZx37lEWrcXZiYejkZA9rcEDop0HcjjXpfqqvcfRG+kb+OK+q/cNIDrRowXy1Zl/G7yxFPFuJiIhU+YO2ybieWl3/wzsil9f2WZhS7z7m2Q54gsewf96p3lU5OWbczYmd/r//oZF29gV6tq9DXTLwMmVHoa/bte+gTnUfrEn6mmdtHivLzH2iKp5R7ZpRZNvThpxNOseo4EERNddWuiVh8LJfvHixcoiGW8Qff/yhXgZvvvlmtZ2yqgLiGRz7r7jiCpo9e7ZdUKjNQPhKgrsrpx1OqSAVA/6rqDALiD/ZyAQvCnTe3375Hw275TodxOqIF4UjgmGMblyOnkOwXnfVpUpl6Oi5O/fCwkKt8IXge+LR+xyyAI41oX79L7Z62Rl5aTULjI2MBHXieef1UgJR38fC/j3/epDWrvlNuZ7A/QQEVdPYV1+nc7r30EE9Pq5bt87juDoiazto1qxZ+tLhkbUWlsGJDoAy9+nTR73E582bp4zB8AwGVK5SEBsQgCoq4RvomrGYiuCFv06du6iXupE1DLLQ1mBohkEW1HOgNm3YgMFAzU4Zati2U0MQp6dBwWYheHbXc6zChITYv9y8kb5VonxRVfvXAwuojKGutCW4VwUGuPVK5clFqho08uzdro31PPc82ySsrmEgWB0VF1u7L8BgCaSFbE3Sry5tbz2H8Y2RotqbDbpKMs0DduMzd89PK2VdiKlfAldddRX99NNPxAY1hBmiBtcFFlUGQYODD2JCQoJVOO2EX+LC6MEqIl8UFVn7sdkKDKwLQH8PmvreTGIjGmKVHrH6Rq27qQcO/kJDw6h5M/PIxMFjmvnhdCUMWb1CW/9MIFZNEasn1Fqjo/Du3Htq1EuKF6tHyPZXXSeqLp2Onbo4DQIrUXcInZzVNarMw1k4grD+cuuNV1OGwTrSHZ7GsLAMBmE26ilhZocZYFW/vXv3Kn9bncaBAwdoypQpapBywQUXKGGIPrFkyRKlQdHhqjvqdl1Wcead5U+kpiqNhjHPrVrFGS+tZj5WD2rhAuvURnI06zXOvIxha/O8qvav0/lm7iLiZRa7vrd+824rC3IdvqojtFDOBt2YvVVF8fHtqnrs8Bm0CiCtMapJ+g4TOAM3Tfg6AJP2YaxJFtwSiMaEYmJi6KKLLjLeqvG59j3ULzpbhuYZou3dqq9t/e/gKgDq22+AGpHBlwuGN2yBp1REMEuGOgHCGSrUqqjypOPpPVTLq1f9rBr6k0+/oEyyIYgxoNi25feqWFb5TAsk5A+8oB6x/TljEMzqWldIdxRHYePbmjvgVlbdQlWnCYOKdWtX6UurI0bNUIdNefs9OpiUoc5hkGRbL1aRDBfllSaHm3zjZbF161Y1KGvdurUhhnunwLJ58+ZV/oAxyjt//nzq2bMnde3aVRnUIKXXX39dDeBWrFhB1157rZXaz9WceNKuXeWNcHpmg3NjveFaE1R92kVD38NAFy9rPavo2MmsGYABjJFSko+pPoTZiDP+xvCOzm3bg6NBtjfT13mqqv1rdyksT2CZxbbv2Q62NU8cnfU/zK7xLoULDZaNjLRh3Rp1aaw/4/Pa2PWqJukb81Jabha0+A6tL5PHAhEjuHbt3B+hVAUW1idBM2bMsOtY+IhsAX+Ty116jy0dtSM8Ouu/Z36gWHQ7pbILOaVihN+QHj0hACwmISg9IahhA06pTvS6G/hs2byJPj2Vvid8e7F/Il5Q06ZOscsbBhGrV/1iVQakoTvTocSDdpi6m4fmMS1U+gt++I727j5tXbli2Y8qP114HQT+UyB0bqi4jJhGsWVmq7iz3EoW32GLZAs2W8Isbe3atTR06FC2mG1i+7jWr4Hvww8/rGaDQ4YMoZUrV7L2oYief/55tZbuaYKetGvUKfwQjx076pKKVlslQo2NnyPCIGXenK8tj7azT+CyJQuVGhX+jaA2p2YksHTW63noU1/+99/quR5kqgsX/87vZe7zH/HWhhmntAZoM7qfGtl4I30j/+rOh5xaW5/82ljKysq0Co68b91iP9itrv9hGapjp7OV5e6yJYssPLHvMd4V6O9tTw1ELQ9r8aS20i8qNX+Ttqbf7AwINgvUxkFnRrDav2k8ANudRfSq2J977rl044030s8//0wnTpygODYT19QkMojy00vVjgjugI6OPvjSPgRT7uVLf6QlP/6gXBsuuWSQYg0ncSykb9qwTu05CtNlrCnO/uZLnbTbR4wUh95wM70xebxKG64XGAG//cZrdryqG1HjxadH3thQALyeeuwBtTclXCPO6d5TCSOYUsNU/pc1W63S0EIMLhCrfv2JBlx8qTKOGTd+itvqHaisHnj4MZo0fgxdPvBCYgtAZSQEVw3QqBfGWNYfMYODKT7o3hEP8nprR1q6eKHCH7NGCM/qCC4J0Ia0bGK/nrRgwQIVffjw4U5f8tXxd+c5ZuSjR49W7bN9+/buRK0ybAyX7XCqedsrV9s1ZrUtY+NoDQ+Azuvejm6/4x7lTP/E089T127dVXrYQ3faO1OUe00JGzphcJeWdkLVXRkbbMGJm/3RrPKGDeixbghNwIvPPqGesbWnRSUN46lLBg5S68IX9z1X9amfVi6lhT/MU23p1r/fbsXPlYu2bdurpYn//PsjGnRxL3r5lYm0Ytli1U4Qv3Gj0wLcG+m7kkcdpg9rlfB+mDv7K+p7QVflBtO0WXNaz9qR73gwwb6EalMNHR7H6vofJhYPPvK4Gnxgr9mdf25XGiWN/z33PkCxNqprI/+antdW+moXMf7Atyd0ZNk+SvxhFwWGBVFZjnkNHvfyk7KpsricWl/Wic6+4wJPWLsfh1/IHtOIESOgNzOxKsnE03cTvwQ95qUj8shb8fzkk0/0LXUsKjmpzHr5s0AWE2Kj2a/tuTZNhqM5zP+RT/xgygxTaGN4XBvDINzrb01X7g788jbBGd0YHq4RuG/rjmEMA9cCuEvodHGEWToc2HH+y5otiif7PKrrVevNzvd4zqNCxRtm6CysTSPuf8TKvJ79C1UYI2+4XLz7/idW4XR+sBHANdfdYMmLo7xrM+3q3DNg5g9TeNu0bR2zYc79wMOPW4VDHDgSw9Re562qo3b25c9BWRHccnh7PxOrLk28I4fVM1+7cLdda7z+3HvExL6lVu2AfW0tuMJU31hHtud6swXtdoF6eeKp563ioJ5t3TrQF2zbNeLCEVznzd0jXJXuusf8LkE+0ZbZd1XlxbY9eiN95NfV9o92PemNd61wQp5ZWJvQlx2V3ZX+x77BdjwnTHrLzk0G/PW7DXwdpWcsj62rjbNyupO+bZoHjxfXyOVi/1fbrJzsjQ76ONcuGNrtYtltX1o54ev726eurnH3r9EHgmFyjhmdprfeeoueeeYZfenRETOLyy+/nKAS27lzJ7Vs2dLCZ1dSkfraRce4MIfrSpaAfAJn0/uG364c8mFoks6jY/DGVm6OFuwRF2pTmElH83ZlWB+oDcJ2W3DSx7ZY2AattgiqGJQJs/OQkFDOs/fVhsa8w00FW+OBsA7hbP0E+cQ2U8AgmNVDWKN1hTA7PJJWwl88CKIura2NZtgPkJ588klaunSp+gyUK/zqcxh8+glf9nClXdd2ObD+e+2VlyjtAjaghyq0mFXB1bVXqAixDSD6EtTgzvqUO/nVPF3pfzpsbabvTl6hLoe7BFyesO0dtjusKWG7Nb0VH9w46rpPe5I+NDiHUorVBt+9utQcg5piWNP4ns1xT6V6ww030ObNmwlfu0hJSVFuEzXOEKumvv32W4I5fKRNI+sWH0681RWl5fB+hzGuGYnohWfsO1odYU/Q2qZmrFIhs1VwrbKGIIRwP1OE9UD8qiPkU1kHurnX5YnsUlaXEXXgD5HaEr52sXr1arr44ottH/nkdeezwimLBxipXOb4Fq6169ouKNbt8ENduWLNib1wa5vc4elO2NrOJ/hBbY1fbRLWeuH/eabIk/TTeC9eCMX2sfb99EyVoybp1kggImEYwmhjmJpkxBgXfl/42RLWWNq1ClVrLum8kayjtSUdp7zM7G+or+XoOwikZpepb6yd3YataR2sreNbmf5E7rTr2i43ZvCwirb1V6vtdISf/yGQzxtL4NeC1w6bRzvoqD5Y5BoLxLouM3ZTLyiuUCqmgMbmjwU7ygO+EvEEuzzU1qepHKUh92ofAQhDdLL4liEU29TnmqfHgBjbdVBAJX/6qm5eMFgawI5LBazWdmaB6nGhJKLfIoA+ir4KK2lo7vyFarSGeCZB0OuJ2MUG6lN3vyV3JvMuadsjALULG3CojbzxHcSe7f2nk9mX1vkd3a6jwlklzl+MFxIE6hsC+CRbZl652pT+Lx0jHWpx6lueXc2PzwpEFPBgcjGdyC5XwjCueQjh681CvocARpsZeWXKpaZDXKjH31TzvZI7znFSWil/gbxUvWhim0q7doyS3K1rBPAli8z8Miou5bVmPx20+rRARIPAxt8Hkgst/omR/AFhbJYswrGuu4t76cGKFB0ru8AsCPEJJCzM+8tahHto2Ic2tuuQoEYUHR5E0IbgXEgQqCsEKngvFGyIUlDC/tDcX7He3TEu3G+XM3xeIOqGcTyzjFIzS6mEX7QgqFBDgmXGqPGpL8dy3rcTnUxTKL/g41jl7emXtjUffz3atmuUEy+lIMO34fy17FKuM4cAf41PGbbpHKDNxUTbu0Dp5/5y9BuBqCsE0/qsgnJleMNOz/q2HOsJAsH8kWfMcsJCAqhV02C/Wn/wJsS6XReXVqoXVdmpvSO9mabwbrgI4EMs4aEBauAVy7sp6Y3o/R0RvxOI/l5hUj5BQBAQBAQB7yAgOkXv4CpcBQFBQBAQBHwMARGIPlZhkl1BQBAQBAQB7yAgAtE7uApXQUAQEAQEAR9DQASij1WYZFcQEAQEAUHAOwiIQPQOrsJVEBAEBAFBwMcQEIHoYxUm2RUEBAFBQBDwDgIiEL2Dq3AVBAQBQUAQ8DEERCD6WIVJdgUBQUAQEAS8g4AIRO/gKlwFAUFAEBAEfAwBEYg+VmGSXUFAEBAEBAHvINBwvsBaDX7YK7K4zLDrdDXh5bH3EQgMwFce6uZDud4vjaQgCAgC9R2BBisQ8cWFEzlllJnLX2gvlk3A63NDxWbgzaOC6Cz+5mVD2WS4PteH5E0Q8FcEGuTm3okpJfxh4TLCV9rxWRN8QzE0KIDPRYNc3xp6UWkFFZaYv/CAvOHDpJ3iwkQw1reKkvwIAn6AQIMSiHn8ZfY9R8wfEw7lbyVixgGBKFT/EcDgJTu/nLLyK9S3Ltu1CpVvKNb/apMcCgI+hUCDEYhpORWUkFykKqd1TKjMMHyqmZ7OLFTdKVn8IeiykzygCaZOZ4WefihngoAgIAjUAIEGIRCz8nhmeLRQfZg2vmWommHUADOJWg8QSGWVdz7P+Fs0CaRu8eH1IEeSBUFAEPB1BPx+0Qxq0n3HRBj6ekO1zX9cs2BeTwygjNwKOp5ZZvtYrgUBQUAQcBsBvxeI+4+Z1aQyM3S7bTiNUFlZSYcPJVBubo4Kk5mZQelpJ5yG99aDlk2CKSK0MR1OLSEMfIQEAUFAEKgJAn4tEJPSSqm03ERYM2zcyDWYSkpKaPDA3vTQfXfRyZPijmGLmslkotHPP0X9L+xOXTvE0o7tW+nHBfNp2C3XEQRlXVMcG0ahbhNTius6aUlPEBAE/AwBvxWIML5IziglWJO647uGl3phYSGlJCcTXv51SYsWzKPO7WIo6XBiXSbrVlpFRUW0aOF8mvzmNLpt2B109eAB9NwzI2nItddTQEDdm+xCGMZEB7NrxknCWrGQICAICAKeIuC3jvlwuoepfgt+WbpDISEhNPbVSdTl7HPOyAu+ID+fsrOzqX0Hd3Jdd2EDAwPpkZFP0dDrb6Z7RzxEN9x8G+Xm5NDQG26pu0zYpIS1xOwCtj7NLqXm0WJgYwOPXAoCgoCLCPitQMwpqFA+hq7ODsvKynhmyG9VpsFXDHEIH8Jk8XpZi5ax6vm+vbtZeGVR8+Yx1KPnXxzGgYDbs3snlZaVUnR0E4qLO4tiW8VZwoJnbk42BbMgzs3NVfcPJSawQOxIFeXlFMACCPyNBJ75+XnUMraVuq3zEcvXXc7uRo0bmyf+6elpFB4WThGRkZbomP0WcTmjmzQlCH9bOn7sKB3mGWpgQCDzj6UOHTtb+CEs4jz6+DO0f98eOnokiVq3jqc+fQdQeLhzQYT8IS+gjsyvTXxbdW77dyI1hQ4e3K/SBlat4+OpCefTFQoLCaC8wgpXgkoYQUAQEAQcI8BqQb+kdbtyTTsSC0y8I41Lv2kffAr9qOU34KKBpuSMYqu4azb+YXnOQtFyjngPj3zKlJJZYhX+81lzrcJo/jM++dISbvWGHQ7D6LDdzulul48PZ/5XxXlvxmemXhf2sYrPqkzF++s5C9X9cROmWNICFjrukhWrre4fOp5juv/BkVa8kIf2HTqZEo5kWsLi/OZbh9mFGz32Nbvy7z6YbLriqmvswk6Y/LYpNavUwhPnT416yS4c0v9t3XZLuKrqkncfMq3ZmWvKzK3wy/YshRIEBAHvI+C3M0SoS4N4c2hXqV//i+jjf3+l1g1ffvFpahUXR40aWcc3rpEFBwfTnPlLKCMjnR554B6a8f5Uuv3Oe6jbOT1Ukvl5efTKy89TZFQUjXllEl3Ypx+lnUil2d98QSdSky3ZwmyRBSeF8Uxu9apf6P1pb9H4iW8qPmXlZRQbG2enukXaoMce/pc6soCheJ51LflxAZXzjBNUVFSojiGh1o7rOi5mnpq4mdHD9/8fLVuyUM1+p73/iZrFbtm8kV57dTSVV5SroAg3dvQo+n7eHGJBTC+NmaBm1cPv+jtNHP8yndW6Df39H3eqsDBOunPYDbRt62ZioUhPj3qJcngm/MTI+2nMi8/wzLKNRc26d/cumvrWJDrv/F709LMvUdxZbehI0mHFs7AgX2ezymNIkHlWXIGKFxIEBAFBwAMETr8VPYhcX6NoE/zwENeL16nz2YRfOaspp0+dUmXRoDJdvHwVtW4Tr8IhzhOP3qcsLrVATGWhB+OYq68ZSsNHPGjhd+XV1yqjHX2jadNmdO3fblSXpaUl6jjwssHU89zzdBCnR+Rj0dJfVL4R6LqhN1nxdhrR5sHmTRuUMOTZIK34ZT0hTyAIqCGc/9DQMHWdmpJMX335HyU0Z81eQC1atFT3l/5vLV175SX05usTlJALCwujtat/VcJw5BOjaMy4SSoc/lat306XXXQBTZowVhniBAUFKZUynt1+13ALFhC4Q2+4mSoqXFOD6i348orKKbap6/WOdIUEAUFAEAACfvnmcPEd6rAFuOI6cMnAy3gW09oSv90pCxjjOlozXveDwNq6ZRMt/OE7YhUsNY9pQTBKiYiIsMQ1nmA9EQQB6wrd/9BIizDU4Z3x1s8dHSG8Qa+Mn2wRhjqcFvq4Li42+3RiJqyFIe5DcPYbcDElJhwkCHUIxJ//txyPaBG7ZGCQUFZaqq552s3lj1Q+jFizhfBt2669erZi2WI6p3tPNRjA2iFm5MZZuZmB/AsCgoAg4B0E/FIgegeq01yLi80zOX0H6j9QDltbaoph4Qe3hI8+eJfuv/cOfZvue+BReub5l+0MZSwB3Djp3uNcN0I7D7p71071EAY0VdGB/XsdhoOQP++8Xkog6vh6YIFZslbt6mc4QtDCcAcEIQijpF9+WqF+uAdV8/MvjVOWrJhFCgkCgoAg4G0E/FIgNo82+8OVlp9kH0Tv+8ZpB/4ytiTVhPXHV197g/5x+920ccNa2rh+jVp7+3TmB7Tzzx00f9HKGs9+4uPb6eRcPmId0JaaNnXRkpPXOd2lb+YuIqiAbWe9mPmFnlrfjIqOppW/bqRNG9fRjm1baMniBbRpwzq11ljJ0302WKo2Wb10WBf1XW1mJIAgIAj4JAJ+65iP2ij3YOcUPbNBfEfCA/fdIcx84K/30aezaNO2vexO0Um5FsBtwhm5OiOyFTJGfjDSAQUHW7tWbFy/1hhMnWu1KAR3VRTf1iyAt7KxjREbGNCsW7vKKipmeKAgNgCCIQ9UucafFoY6EmaZF19ymRJ+i5b+SvMWrlCP1q1d7dIOOKVlZkEfxt+1FBIEBAFBwBME/FYgRoU1poJi93cu0VaY8OXT/nyeAJvB1qfw1TNSq7jWTtcPEa68zLx2ePz4UWM0j847de6i4u3Z9adlC7qkpEP0w/dz7fhhEwIQLEVt87x1y+9ssWpeO8QaKNZFF/CaKCxDNa1Y9iPt5nS6dOlKkZFmQQhjHNDk18ZSVlamDqqOwAZ8NUEVCx9EI8Fq1h0qKDFjp7UD7sSVsIKAICAIAAG/VJmiYE0igyg/vZSwhZu2QMR9R5R8/BhNe2eKcgIvYaMQvNzTeLPqSePHkNn1oZVLajsjbzjwXzrgfGVwMozVppixzZwxjfbt3UPsx6ec9I3hca6NS+7+583KWhMzt2bNmtGTz7zotnDWwgsq2lQWNuA1/7tvKeOUg7wx7e49erK7w2h6582JKs8vjZ1AHTp0ppXLF9NSdsXYvOOAcryHAcwDDz+mcLl84IVq+7b0tDQVD/xGvTBGGQ3hvE+/AcoFY+7sr6jvBV3pKS5D02bNaT3PJL+b8zWxfyRd2LsvgtKWzZuUle6NN99Gl172V+XK8crLz6lnf7v+JpdUyxj8YBAkJAgIAoKAxwiw6ssvqajkpMlV5/yNW/dA3+b0x64Tyul8/eZdKgy/uK2c0PX9t6d9ZHEi/2NPkumSgYPseN51zwjTnoQUSzhbZ/PPvpht6t23vyUenOBtHf4//fwb9ZzX3ZzyAd+53y+18EH5Rtz/iAlO8Thf8csGu7is1rUKj3BsBGRKSsmzhIUTPZz/jXixetQ069sfLGF0mY6nF5kmvfGuVVjEY6tUE6tFLeFxzjNPu3DIK3hofs6O2in/WEapX7ZlKZQgIAjUDQJ+/YHgg8nFdCK7nDrGhVU7S+QXtVdIbwlXUlys3A2imzTxSjrOmOpt3kLZFaIZz9BcoV07/6C/XtpHbdE29tXJDqNg44GCU07zcDGxXRM0RoLKFdvTBbK1qO1Wcrbh4IqBLeuq42mMdyi1mAJ5l+/eXc3qWuMzORcEBAFBwFUE/FogQl36+748CgpsRPI9RNeaBNYZY5q3oBeefVztVVob1rCupexZqPTcMsopqKTubSN4Y28xqPEMRYklCAgCQMBv1xBV4fj92C0+gvYcLaQ0/voFvrIu5BwBbPzd74JulgDYxLs+O8bn80eBIQxbNOEN0EUYWupNTgQBQcAzBPx6hqghOZ5Zpr6qHhUeIEJRg+LkmJhwQH1+Kjw8gh3me9jt5+okWp3fhjBMzS5ThjTndTr9NY86z4gkKAgIAn6DQIMQiKitpLRSOsZWpyFBoj719dar1aSwKu3RPvKMrQ/7Oo6Sf0FAELBGoMEIRBQ7LaeCEpLNPnXNooKoaWQg4YvrQr6BAGaFGXllypUGatJu8e7vnOMbJZVcCgKCwJlAoEEJRABcXGqiRLZKxAeEIQwjwgIogrd3g+FNaLD4sZ2JRugszdJyEws/ExWVVqhNFmAkFRrciDq2Cpc1Q2egyX1BQBDwGIEGJxA1UvhE1FFWoRYUV6gZh74vx/qHgBq4hDammCbB1CZGDKPqXw1JjgQB/0CgwQpEY/VBOPIe0pRVYP78kvGZnJ85BKLDg5R/oViQnrk6kJQFgYaEgAjEhlTbUlZBQBAQBAQBpwjIoplTaOSBICAICAKCQENCQARiQ6ptKasgIAgIAoKAUwREIDqFRh4IAoKAICAINCQERCA2pNqWsgoCgoAgIAg4RUAEolNo5IEgIAgIAoJAQ0JABGJDqm0pqyAgCAgCgoBTBEQgOoVGHggCgoAgIAg0JAREIDak2payCgKCgCAgCDhFQASiU2jkgSAgCAgCgkBDQkAEYkOqbSmrICAICAKCgFMERCA6hUYeCAKCgCAgCDQkBEQgNqTalrIKAoKAICAIOEVABKJTaOSBICAICAKCQENCQARiQ6ptKasgIAgIAoKAUwREIDqFRh4IAoKAICAINCQERCA2pNqWsgoCgoAgIAg4RcBtgXjfffdRo0aNKDo6mkaPHk1FRUVOmcsDQUAQEAQEAUHAVxBwWyBefvnl9MILL1BYWBhNmjSJ5s6d6ytllXwKAoKAICAICAJOEWhkYnL6tIoHe/fupe7du9PIkSNp+vTpatZYRXB5JAgIAoKAICAI1GsE3J4h6tIEBASo06SkJDp58qS+LUdBQBAQBAQBQcAnEfBYIBpLizVFIUFAEBAEBAFBwJcR8FggVlZWqnJjLVFIEBAEBAFBQBDwdQQ8FoitW7emHj16UEpKiqhMfb0VSP4FAUFAEBAEyGOBGB4eTs2aNaPVq1fT22+/TQcOHKCEhASqqKgQWAUBQUAQEAQEAZ9DwGMrU5Q0IyODBg0aRLt377YUPCsrSwlKyw05EQQEAUFAEBAEfAABj2eI8NZ46KGHlDAcMmQIrVy5kvbs2SPC0AcqXbIoCAgCgoAgYI+AxzPEvLw86tWrl+K4fft2ioqKsucudwQBQUAQEAQEAR9BwOMZYnJyMiUmJlK/fv0oIiLCR4or2RQEBAFBQBAQBBwj4LFA1I754pTvGFi5KwgIAoKAIOBbCHgsEIOCglRJi4uLycPd33wLKcmtICAICAKCgF8j4JFALCkpoW3btilgBgwYQHq26NdISeEEAUFAEBAE/BoBtwWi/tLFLbfcooCBQBQSBAQBQUAQEAR8HQG3rUxnzZpFhw4dotjYWBo8eDB17drV1zGQ/AsCgoAgIAgIAuS2QBTMBAFBQBAQBAQBf0TAbZWpP4IgZRIEBAFBQBAQBEQgShsQBAQBQUAQEAQYARGI0gwEAUFAEBAEBAFGQASiNANBQBAQBAQBQYAREIEozUAQEAQEAUFAEGAERCBKMxAEBAFBQBAQBBgBEYjSDAQBQUAQEAQEAUZABKI0A0FAEBAEBAFBgBEQgSjNQBAQBAQBQUAQYAREIEozEAQEAUFAEBAEGAERiNIMBAFBQBAQBAQBRuD/AVZLjo0KA+z4AAAAAElFTkSuQmCC)

Figura - Sintaxe geral do closure

Veja que esta sintaxe se assemelha a declaração de uma função, porém não precisamos definir um nome a ela (e nem utilizar a palavra reservada **func**).Para definir um closure, especificamos um conjunto de parâmetros, o tipo de retorno e as instruções no interior do bloco.

O exemplo abaixo mostra o exemplo do **sorted(by:)** com o método **backward()** sendo substituído por um closure inline.

reversedNames = names.sorted(by: { (s1: String, s2: String) -> Bool in

return s1 > s2

})

Note que os parâmetros e retorno deste closure inline são idênticos ao da função **backward()**. Em ambos os casos eles são escrito com **(s1: String, s2: String) -> Bool.** Entretanto, para o caso inline, o parâmetro e o tipo de retorno estão escritos dentro de chaves ({ }) e não fora delas.

O início do corpo do closure é introduzido pela palavra-chave **in**. Esta palavra chave indica que a definição dos parâmetros e tipo de retorno do closure terminou e daí em diante o corpo do closure começa.

Como o corpo do closure é muito curto, ele pode ser escrito em uma única linha:

reversedNames = names.sorted(by: { (s1: String, s2: String) -> Bool in return s1 > s2 } )

Isto ilustra que em geral a chamada de **sorted(by:)** permanece a mesma. Um par de parênteses envolve inteiramente o argumento do método. Entretanto, este argumento agora é um closure inline.

### Inferindo tipo pelo contexto

Como o closure de classificação é passado via argumento para um método, o Swift consegue inferir o tipo de seus parâmetros e o seu tipo de retorno. O método **sorted(by:)** é chamado de um array de strings, logo seu argumento deve ser a função do tipo **(String, String) -> Bool**, pois é isto que o método **sorted(by:)** espera. Isto significa que os tipos **(String, String)** e **Bool** não precisam ser escritos como parte da definição do closure. Uma vez que todos os tipos podem ser inferidos, a seta de retorno (->) e os parênteses que ficam em torno dos nomes dos parâmetros também podem ser omitidos. Veja a diferença:

reversedNames = names.sorted(by: { s1, s2 in return s1 > s2 } )

Sempre será possível inferir os tipos de parâmetros e o tipo de retorno ao fornecer um closure via argumento. Como resultado você nunca precisará escrever a definição de um closure inline em sua forma completa.

Você ainda pode continuar explicitando os tipos se desejar e isto é realmente o desejável. A seguir você verá formas de resumir ainda mais a definição de um closure, mas a sua forma completa é a melhor maneira para evitar ambiguidade e confusão para quando estiver lendo seu código. No caso do método **sorted(by:)** o propósito do closure é reduzir ou limpar a quantidade de código que uma função de ordenação normalmente requer.

### Retornos implícitos em closures com uma única expressão

Closures que podem ser definidos em apenas uma linha podem implicitar o retorno de sua expressão omitindo a palavra chave **return** de sua declaração. Veja a diferença:

reversedNames = names.sorted(by: { s1, s2 in s1 > s2 } )

Aqui o tipo de função dos argumentos do método **sorted(by:)** torna claro que um valor **Bool** deve ser devolvido pelo closure. Uma vez que o corpo do closure contém apenas uma expressão (**s1 > s2**) que devolve um valor *booleano*, não existe ambiguidade e a palavra **return** pode ser omitida. Mas ainda podemos reduzir isto.

### Nomes de argumentos taquigráficos

O Swift automaticamente fornece taquigrafias (abreviações) do nome dos argumentos dos métodos para *closures inline*. Estes podem ser utilizados para se referir aos valores dos argumentos dos closures pelos nomes **$0, $1, $2** e por aí em diante.

Se você usa estes argumentos de taquigrafia, você pode omitir a lista de argumentos da definição de uma *closure* e o número e tipo do argumento taquigráfico será inferido para o tipo de função que se espera. Com isto a palavra-chave **in** também pode ser omitida pois agora a *closure* está definida inteiramente pelo seu corpo. Veja:

reversedNames = names.sorted(by: { $0 > $1 } )

Aqui, **$0** e **$1** referem-se ao primeiro e segundo argumento String do *closure*. Mas acalme-se, existe uma última forma de redução.

### Métodos de operador

Na verdade há ainda esta última maneira de reduzir a definição de um *closure*. Em Swift os operadores condicionais básicos (==, >, <, <=, >=) se comportam como métodos. Exemplificando com uma String, se a condição **s1 > s2** fosse equivalente a **s1.maiorQue(s2)**, inclusive o Swift nos dá a possibilidade de sobrescrevermos os operadores e adicionar o comportamento/retorno que bem quisermos, mas isto fica para uma pesquisa mais avançada que você pode fazer. No caso da comparação de uma String, este método espera um parâmetro do tipo String, que é a string a ser comparada, e emite um retorno do tipo Bool, afirmando se a comparação é verdadeira ou não. Sendo assim o Swift consegue inferir que os valores que estarão do lado esquerdo e direito do operador **>** serão do tipo String. Como estamos comparando um conjunto de strings dentro de um array de strings, o método **sorted(by:)** consegue inferir tudo e a única coisa que precisamos nos preocupar é como o método irá classificar estes valores.

Portanto você pode apenas passar o operador **>** como parâmetro do método:

reversedNames = names.sorted(by: >)

Mais uma vez ressaltamos que a melhor coisa a se fazer é utilizar a forma completa de declaração de um closure. A menos que estejamos implementando um método banal como este de classificação, devemos sempre priorizar pela legibilidade, então escolha sempre pelo que é mais legível para a próxima pessoa que irá ler seu código, seja este o modo resumido ou completo.

## Trailling Closures

Se você precisa passar um closure como argumento final de uma função, mas este closure é muito extenso, ou caso você queira reaproveita-lo em diversos lugares diferentes, você pode escrevê-lo como um trailling closure, ou em uma tradução direta, um “closure de arraste”, que leva este nome por literalmente o arrastamos para fora do método. Uma tralling closure é escrita depois dos parênteses da chamada da função, mas ainda continua sendo um argumento da função. Quando você usa a sintaxe de trailling closure, não é necessário escrever o rótulo do argumento para a parte do closure na chamada da função.

Primeiro veja uma a definição de um closure convencional que não possui parâmetros e nem retorno:

func someFunctionThatTakesAClosure(closure: () -> Void) {

  // O corpo da função entra aqui

}

Em seguida, a sua chamada convencional:

someFunctionThatTakesAClosure(closure: {

  // O corpo do método entra aqui

})

Agora veja com a sintaxe de trailling closure:

someFunctionThatTakesAClosure() {

  // trailing closure's body goes here

}

A nossa clássica função **sorted(by:)**  também pode ser escrita com a sintaxe de trailling closure:

reversedNames = names.sorted() { $0 > $1 }

Se a closure é o único argumento do método, você pode fornecer esta expressão como trailling closure sem precisar escrever o par de parênteses após o nome do método. Como os parênteses estarão vazios, basta omitirmos eles. A função **sorted(by:)** se enquadra neste caso:

reversedNames = names.sorted { $0 > $1 }

Aprendemos o básico sobre os closures. Existem ainda conceitos mais avançados na documentação do Swift, mas os descritos aqui irão cobrir a maioria das necessidades na hora de desenvolver um app iOS.

Agora vamos aplicar estes conceitos no nosso projeto:

### Preparando a camada de serviço

No curso de Android aprendemos o conceito de Networking, o que é REST e HTTP. Antes de entrarmos nestes conceitos vamos relembrar como eram feitas as requisições lá.

Primeiramente utilizamos a biblioteca Ion, que a partir de uma série de configurações e parâmetros, conseguíamos fazer requisições GET de uma determinada URL.

DICA: Relembrando o conceito de métodos HTTP, o GET obtém dados provenientes de uma URL. Estes dados geralmente vêm no formato JSON para comunicação com aplicativos mobile.

Outro ponto é que as chamadas eram feitas de maneira assíncrona, ou seja, após a requisição ter sido feita, o código seguia e quando uma resposta era obtida o bloco de código do Ion implementado como um observer realizava o tratamento necessário.

O lugar que queremos chegar é que iremos reproduzir isto através de chamadas assíncronas utilizando os closures.

## Resumo

Vimos nesta aula a utilização e utilidade de closure. Apesar de parecer diferente de tudo que vimos em Java, mas podemos ver uma grande vantagem. Os closure permitem que injetemos trechos de código para “ensinar” como o objeto deve se comportar mediante a certas situações por exemplo: **“como ordenar este array?”**. Em comparação com Java, utilizávamos interfaces e podíamos implementá-las inline, porém aumenta consideravelmente a quantidade de arquivos e esforço gerados em comparação com os closures no Swift.